**BLG 102E - INTRODUCTION TO SCIENTIFIC AND**

**ENGINEERING COMPUTATION**

**Assignment 2**

**Spring 2021**

**Objective**: Making airline reservations for individuals and groups.

**Description**

In this assignment, you will be developing an airline reservation system that may be adapted to different flights operated by a variety of aircraft types with distinct layouts. The reservation system will allow individual and group reservations. The features and working principles of your program should follow the below-listed specifications.

1. Your program should first determine the seating layout of the specific aircraft that you are going to make reservations for. To this end, the number of seating rows (min: 1, max: 99), the number seats per row (min: 1, max: 20), the number of aisles (min: 1, max: 5), and the location of aisles are needed. The location of each aisle will be requested separately, and an aisle location will be specified as the number of seats to its left (here, left refers to the left of your screen). Once the layout information is provided by the user, your program will draw the layout on the screen as shown below. Each row is numbered numerically, and each column is marked with capital case letters in alphabetical order. Each dash (“-“) represent an empty seat, and vertical bars (“|“) mark the aisle borders.

Number of rows: 12

Number of seats per row: 7

Number of aisles: 2

Add aisle 1 after seat: 2

Add aisle 2 after seat: 5

A B | | C D E | | F G

* + 1. - - | | - - - | | - -
    2. - - | | - - - | | - -
    3. - - | | - - - | | - -
    4. - - | | - - - | | - -
    5. - - | | - - - | | - -
    6. - - | | - - - | | - -
    7. - - | | - - - | | - -
    8. - - | | - - - | | - -
    9. - - | | - - - | | - -
    10. - - | | - - - | | - -

The number of people in the reservation

(0: print current reservations, -1: exit):

1. Below the layout, the program will ask the number of people for whom you want to make reservation. The program will not allow the customers to choose their seats. It will automatically assign the seats. To determine the seat assignments, it will follow the belowlisted rules.
   1. Considering the COVID-19 situation, your program will try to assign seats to the passengers to place them as far as possible from each other to minimize the risk of infection. To this end, for a passenger, it will assign a new seat that has the largest total distance to the already reserved seats. The distance between a seat s1 (located at row i1, column j1) and another seat s2 (located at row i2, column j2) will be computed as follows:
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where each aisle location should also be taken into consideration as equivalent to one seat space.

![](data:image/png;base64,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)

Then, the score of a seat sx is computed as:

𝑠𝑐𝑜𝑟𝑒(𝑠𝑥) = ∑𝑠𝑖 ∈ 𝐴𝑙𝑟𝑒𝑎𝑑𝑦 𝑟𝑒𝑠𝑒𝑟𝑣𝑒𝑑 𝑠𝑒𝑎𝑡𝑠 𝑎𝑑𝑗𝑢𝑠𝑡𝑒𝑑\_𝑑𝑖𝑠𝑡(𝑠𝑥, 𝑠𝑖)

* 1. For a single passenger reservation, an empty seat with the maximum score is assigned. If there are different seat candidates with the same score, then the one with lower row number will be chosen. If the row numbers are also the same, the one with the lower column number will be assigned.
  2. For a family reservation that includes n individuals (n > 1), your program will look for a consecutive block of n seats located in the same row (note that a seat block is allowed to span one or more aisles). If there is no such block of seats, your program will not make group reservation by printing an appropriate message as illustrated in the following examples. For a block of n seats the distance-based score will be computed as follows:
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If there are different seat blocks with the same score, then the one with the least number of aisles passing through the block will be assigned. For instance, seat blocks which are not divided with aisles in the same row will be preferred over those where one or more aisles divide the block. For two different seat blocks, if seat block scores are the same, and the number of aisles passing through these blocks are also the same, then the seat block with the lower row number will be preferred. If the row numbers are also the same, then the one with the lower column number (of the leftmost seat in the block) will be assigned.

* 1. After an appropriate empty seat is assigned based on the above-explained score considerations, the row number and column letter of the assigned seat (s) will be listed

on the same line. Then, this message will be followed by the aircraft layout showing the just reserved seats as shown in the following example where X represent seats that are reserved in previous iterations, + shows the seats that are just reserved in the most recent step, and – shows empty seats.

The number of people in the reservation

(0: print current reservations, -1: exit): 5

Reserved seats: 8A 8B 8C 8D 8E

A B | | C D E | | F G

* + 1. X - | | - - - | | - X
    2. - - | | - - - | | - -
    3. - - | | X X X | | X -
    4. - X | | - - - | | - -
    5. - - | | - - - | | X -
    6. - - | | - - - | | - -
    7. - - | | X - - | | - -
    8. + + | | + + + | | - -
    9. - - | | - - - | | - X
    10. X - | | - - - | | - -
    11. - - | | - - - | | - -
    12. X X | | X - - | | - X

The number of people in the reservation

(0: print current reservations, -1: exit):

1. If the requested number of reservations cannot be made, the program should notify the user as shown below.

A B | | C D E | | F G

* + 1. X - | | - - - | | - X
    2. - - | | - - - | | - -
    3. - - | | X X X | | X -
    4. - X | | - - - | | - -
    5. - - | | - - - | | X -
    6. - - | | - - - | | - -
    7. - - | | X - - | | - -
    8. + + | | + + + | | - -
    9. - - | | - - - | | - X
    10. X - | | - - - | | - -
    11. - - | | - - - | | - -
    12. X X | | X - - | | - X

The number of people in the reservation

(0: print current reservations, -1: exit): 8

No available seats for the requested reservation!

The number of people in the reservation (0: print current reservations, -1: exit):

1. After each reservation, the program will continue asking for information for another reservation. If the user enters 0 for the number of people in the reservation, the program will print the aircraft layout with the current reserved and empty seats properly marked. Please note that + signs will disappear and be replaced by X in the iterations that follow the current reservation iteration. When user enters -1, then the program will exit.
2. You may assume that we will always provide appropriate input, e.g., no string input where integer expected, or no values that are outside of the stated min-max boundaries in item 1.

**Rules**

* Your source code must have the name assignment2.c .
* Your program will be compiled using the following command on a Linux system. If it cannot be compiled and linked using this command, it will not be graded (failed submission).

gcc -std=c99 -Wall -Werror assignment2.c -o assignment2

* Your program will be checked using an automatic checker. Therefore, make sure you print the messages exactly as given in the example runs. You will be given a Calico test for some basic input/output tests. Please run your assignment through Calico before submitting.
* Do NOT use statements for clearing the terminal or waiting for a keypress before exiting the program; these might cause your program to fail in the automatic tests. Some IDEs generate such statements, remove them. Running your program through Calico is the safest way to make sure that your program works as expected.
* Do NOT use any construct that hasn't been covered in the course before this week, such as structs.
* Do NOT use any external functions except for printf, scanf, abs, and pow.
* Make sure your coding style is proper and consistent. Use the clang-format tool if necessary. Don't use any variable names in a language other than English.
* This is an individual assignment. Collaboration in any form is NOT allowed. No working together, no sharing code in any form including showing code to your classmates or talking to them to give them ideas.
* All the code you submit must be your own. Don't copy/paste any piece of code from any resource including anything you've found on the Internet.
* The assignments will be checked for plagiarism using both automated tools and manual inspection. Any assignment involving plagiarism and/or infringement of intellectual property will be not be graded and is subject to further disciplinary actions.

**Additional Example Runs:**

**Example Run 1:**

Number of rows: 5

Number of seats per row: 4

Number of aisles: 1

Add aisle 1 after seat: 2

A B | | C D

* 1. - - | | - -
  2. - - | | - -
  3. - - | | - -
  4. - - | | - -
  5. - - | | - -

The number of people in the reservation

(0: print current reservations, -1: exit): 1

Reserved seats: 1A

A B | | C D

* 1. + - | | - -
  2. - - | | - -
  3. - - | | - -
  4. - - | | - -
  5. - - | | - -

The number of people in the reservation

(0: print current reservations, -1: exit): 1

Reserved seats: 5D

A B | | C D

* 1. X - | | - -
  2. - - | | - -
  3. - - | | - -
  4. - - | | - -
  5. - - | | - +

The number of people in the reservation

(0: print current reservations, -1: exit): 1

Reserved seats: 2D

A B | | C D

* 1. X - | | - -
  2. - - | | - +
  3. - - | | - -
  4. - - | | - -
  5. - - | | - X

The number of people in the reservation

(0: print current reservations, -1: exit): 1

Reserved seats: 4A

A B | | C D

1. X - | | - -
2. - - | | - X
3. - - | | - -
4. + - | | - -
5. - - | | - X

The number of people in the reservation

(0: print current reservations, -1: exit): 1

Reserved seats: 3B

A B | | C D

1. X - | | - -
2. - - | | - X
3. - + | | - -
4. X - | | - -
5. - - | | - X

The number of people in the reservation

(0: print current reservations, -1: exit): 1

Reserved seats: 1C

A B | | C D

1. X - | | + -
2. - - | | - X
3. - X | | - -
4. X - | | - -
5. - - | | - X

The number of people in the reservation

(0: print current reservations, -1: exit): 2

Reserved seats: 5A 5B

A B | | C D

1. X - | | X -
2. - - | | - X
3. - X | | - -
4. X - | | - -
5. + + | | - X

The number of people in the reservation

(0: print current reservations, -1: exit): 3

Reserved seats: 2A 2B 2C

A B | | C D

1. X - | | X -
2. + + | | + X
3. - X | | - -
4. X - | | - -
5. X X | | - X

seat[1][1] = unempty;

seat[1][4] = unempty;

seat[2][5] = unempty;

seat[3][2] = unempty;

seat[4][1] = unempty;

seat[5][1] = unempty;

seat[5][2] = unempty;

seat[5][5] = unempty;

The number of people in the reservation

(0: print current reservations, -1: exit): 2 Reserved seats: 4C 4D

A B | | C D

1. X - | | X -
2. X X | | X X
3. - X | | - -
4. X - | | + +
5. X X | | - X

The number of people in the reservation

(0: print current reservations, -1: exit): 3

No available seats for the requested reservation!

The number of people in the reservation

(0: print current reservations, -1: exit): 1

Reserved seats: 3D

A B | | C D

1. X - | | X -
2. X X | | X X
3. - X | | - +
4. X - | | X X
5. X X | | - X

The number of people in the reservation

(0: print current reservations, -1: exit): 2

No available seats for the requested reservation!

The number of people in the reservation

(0: print current reservations, -1: exit): 1

Reserved seats: 1D

A B | | C D

1. X - | | X +
2. X X | | X X
3. - X | | - X
4. X - | | X X
5. X X | | - X

The number of people in the reservation

(0: print current reservations, -1: exit): 1

Reserved seats: 5C

A B | | C D

1. X - | | X X
2. X X | | X X
3. - X | | - X
4. X - | | X X
5. X X | | + X

The number of people in the reservation

(0: print current reservations, -1: exit): 1

Reserved seats: 3A

A B | | C D

1. X - | | X X
2. X X | | X X
3. + X | | - X
4. X - | | X X
5. X X | | X X

The number of people in the reservation

(0: print current reservations, -1: exit): 1

Reserved seats: 1B

A B | | C D

1. X + | | X X
2. X X | | X X
3. X X | | - X
4. X - | | X X
5. X X | | X X

The number of people in the reservation

(0: print current reservations, -1: exit): 1

Reserved seats: 4B

A B | | C D

1. X X | | X X
2. X X | | X X
3. X X | | - X
4. X + | | X X
5. X X | | X X

The number of people in the reservation

(0: print current reservations, -1: exit): 1

Reserved seats: 3C

A B | | C D

1. X X | | X X
2. X X | | X X
3. X X | | + X
4. X X | | X X
5. X X | | X X

The number of people in the reservation

(0: print current reservations, -1: exit): 1

No available seats for the requested reservation!

The number of people in the reservation

(0: print current reservations, -1: exit): 1

No available seats for the requested reservation!

The number of people in the reservation (0: print current reservations, -1: exit):

**Example Run 2:**

Number of rows: 4

Number of seats per row: 5

Number of aisles: 2

Add aisle 1 after seat: 1

Add aisle 2 after seat: 4

A | | B C D | | E

1. - | | - - - | | -
2. - | | - - - | | -
3. - | | - - - | | -
4. - | | - - - | | -

The number of people in the reservation

(0: print current reservations, -1: exit): 1

Reserved seats: 1A

A | | B C D | | E

1. + | | - - - | | -
2. - | | - - - | | -
3. - | | - - - | | -
4. - | | - - - | | -

The number of people in the reservation

(0: print current reservations, -1: exit): 4

Reserved seats: 4B 4C 4D 4E

A | | B C D | | E

1. X | | - - - | | -
2. - | | - - - | | -
3. - | | - - - | | -
4. - | | + + + | | +

The number of people in the reservation

(0: print current reservations, -1: exit): 5

Reserved seats: 2A 2B 2C 2D 2E

A | | B C D | | E

1. X | | - - - | | -
2. + | | + + + | | +
3. - | | - - - | | -
4. - | | X X X | | X

The number of people in the reservation

(0: print current reservations, -1: exit): 6

No available seats for the requested reservation!

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | A | B | aisle | C | D |
| 1 | **X** (1,1) | 5 (1,2) |  | **6** (1,4) | 7 (1,5) |
| 2 | 14 (2,**1**) | 9 (2,2) |  | 10 (2,4) | **14** (2,**5**) |
| 3 | 1 (3,1) | **3** (3,2) |  | 0.6(3,4) | 0.8(3,5) |
| 4 | **14** (4,1) | 4 (4,2) |  | 5 (4,4) | 7 (4,5) |
| 5 | 7 (5,1) | 8 (5,2) |  | 8 (5,4) | **X** (5,5) |

**|1-1|+|2-1|/2 = dist**

**100-100^1\dist =adj**

***Score of seat 1C* = adj(1C m3 1A)+adj(1C m3 5D)**

***Block score = 6+5***

The number of people in the reservation

(0: print current reservations, -1: exit): 2

Reserved seats: 1D 1E

A | | B C D | | E

1. X | | - - + | | + 900
2. X | | X X X | | X
3. - | | - - - | | - 900
4. - | | X X X | | X

The number of people in the reservation

(0: print current reservations, -1: exit): 1

Reserved seats: 3A

A | | B C D | | E

1. X | | - - X | | X
2. X | | X X X | | X
3. + | | - - - | | -
4. - | | X X X | | X

The number of people in the reservation

(0: print current reservations, -1: exit): 1

Reserved seats: 3E

A | | B C D | | E

1. X | | - - X | | X
2. X | | X X X | | X
3. X | | - - - | | +
4. - | | X X X | | X

The number of people in the reservation

(0: print current reservations, -1: exit): 1

Reserved seats: 4A

A | | B C D | | E

1. X | | - - X | | X
2. X | | X X X | | X
3. X | | - - - | | X
4. + | | X X X | | X

The number of people in the reservation

(0: print current reservations, -1: exit): 1

Reserved seats: 3C

A | | B C D | | E

1. X | | - - X | | X
2. X | | X X X | | X
3. X | | - + - | | X
4. X | | X X X | | X

The number of people in the reservation

(0: print current reservations, -1: exit): 1 Reserved seats: 1B

**|** P a g e

A | | B C D | | E

1. X | | + - X | | X
2. X | | X X X | | X
3. X | | - X - | | X
4. X | | X X X | | X

The number of people in the reservation

(0: print current reservations, -1: exit): 1

Reserved seats: 3B

A | | B C D | | E

1. X | | X - X | | X
2. X | | X X X | | X
3. X | | + X - | | X
4. X | | X X X | | X

The number of people in the reservation

(0: print current reservations, -1: exit): 1

Reserved seats: 3D

A | | B C D | | E

1. X | | X - X | | X
2. X | | X X X | | X
3. X | | X X + | | X
4. X | | X X X | | X

The number of people in the reservation

(0: print current reservations, -1: exit): 1

Reserved seats: 1C

A | | B C D | | E

1. X | | X + X | | X
2. X | | X X X | | X
3. X | | X X X | | X
4. X | | X X X | | X

The number of people in the reservation

(0: print current reservations, -1: exit): 1

No available seats for the requested reservation!

The number of people in the reservation

(0: print current reservations, -1: exit):

**|** P a g e

#include <stdio.h>

#include <stdlib.h>

#include <stdbool.h>

#include <math.h>

#define MAX\_ROWS 99

#define MAX\_COLUMNS 20

#define MAX\_AISLES 5

#define MIN\_SCORE -1000000

*void* print\_layout(*int*, *int*, *char* (\*)[MAX\_COLUMNS], *int*, *int*[]);

*void* seat\_scores(*int*, *int*, *int*, *int*, *int*, *double* (\*)[MAX\_COLUMNS], *char* (\*)[MAX\_COLUMNS]);

*void* copy\_of\_layout(*int*, *int*, *int*, *char* (\*)[MAX\_COLUMNS], *char* (\*)[MAX\_COLUMNS], *double* (\*)[MAX\_COLUMNS], *char*);

*void* empty\_seats\_scores(*int*, *int*, *int*, *char* (\*)[MAX\_COLUMNS], *char*, *char* (\*)[MAX\_COLUMNS], *double* (\*)[MAX\_COLUMNS]);

*void* reserve\_one\_seat(*int*, *int*, *int*, *double* (\*)[MAX\_COLUMNS], *char* (\*)[MAX\_COLUMNS], *char*);

*void* family\_reservations(*int*, *int*, *int*, *char* (\*)[MAX\_COLUMNS], *char*, *int*, *double* (\*)[MAX\_COLUMNS], *double* (\*)[MAX\_COLUMNS], *double* (\*)[MAX\_COLUMNS]);

*void* reserve\_n\_seats(*int* , *int* , *int* , *double* (\*)[MAX\_COLUMNS], *double* (\*)[MAX\_COLUMNS], *char* (\*)[MAX\_COLUMNS] , *int*);

*void* reservation\_seats\_layout(*int*, *int*, *int*, *char* (\*)[MAX\_COLUMNS], *char*, *char*);

*int* main()

{

*int* rows = 0;

*int* columns = 0;

*int* aisle\_numbers = 0;

*int* aisle[MAX\_AISLES];

*int* passengers = 0;

*int* nth\_person = 0;

*char* seat[MAX\_ROWS][MAX\_COLUMNS];

*char* empty\_seat = '-';

*char* not\_empty\_seat = 'X';

*char* reserved\_seat = '+';

*char* passage = '|';

*char* reserved[MAX\_ROWS][MAX\_COLUMNS];

*double* scores[MAX\_ROWS][MAX\_COLUMNS];

*int* max\_reservations = 0;

*int* nth\_reservation = 0;

*double* block\_jth\_score[MAX\_ROWS][MAX\_COLUMNS];

*double* space\_num[MAX\_ROWS][MAX\_COLUMNS];

    printf("Number of rows: ");

    scanf("%d", &rows);

    printf("Number of seats per row: ");

    scanf("%d", &columns);

    printf("Number of aisles: ");

    scanf("%d", &aisle\_numbers);

    max\_reservations = rows \* columns;

    aisle[aisle\_numbers];

    seat[rows + 1][columns + aisle\_numbers + 1];

    for (*int* i = 0; i < aisle\_numbers; i++)

    {

        printf("Add aisle %d after seat: ", i + 1);

        scanf("%d", &aisle[i]);

    }

    printf("\n");

    //first all seats are empty

    for (*int* i = 1; i < rows + 1; i++)

    {

        for (*int* j = 1; j < columns + aisle\_numbers + 1; j++)

        {

            seat[i][j] = empty\_seat;

        }

    }

    //print seats layout with the empty seats

    print\_layout(rows, columns, seat, aisle\_numbers, aisle);

    printf("\n");

    //first row--> seat reservation

    do

    {

        printf("The number of people in the reservation\n (0: print current reservations, -1: exit): ");

        scanf("%d", &passengers);

        if (passengers <= columns)

        {

            nth\_reservation += passengers;

        }

        if (passengers == 0)

        {

            printf("\n");

            print\_layout(rows, columns, seat, aisle\_numbers, aisle);

            printf("\n");

        }

        else if (passengers > columns || nth\_reservation > max\_reservations)

        {

            //also for unavailable block of n seats

            printf("\nNo available seats for the requested reservation!\n");

            printf("\n");

            continue;

        }

        else if (passengers >= 1)

        {

*int* k = 0;

            printf("Reserved seat: ");

            //single reservations

            if (passengers == 1)

            {

                if (nth\_reservation == 1)

                {

                    printf("%d%c\n", seat[1][0], seat[0][1]);

                    seat[1][1] = reserved\_seat;

                    print\_layout(rows, columns, seat, aisle\_numbers, aisle);

                    reservation\_seats\_layout(rows, columns, aisle\_numbers, seat, reserved\_seat, not\_empty\_seat);

                    continue;

                }

                else

                {

                    //scores and arrays function call

                    copy\_of\_layout(rows, columns, aisle\_numbers, seat, reserved, scores, not\_empty\_seat);

                    //count all empty\_seats\_scores and check largest score

                    empty\_seats\_scores(rows, columns, aisle\_numbers, seat, empty\_seat, reserved, scores);

                    reserve\_one\_seat(rows, columns, aisle\_numbers, scores, seat, reserved\_seat);

                    //print layout

                    print\_layout(rows, columns, seat, aisle\_numbers, aisle);

                    printf("\n");

                    //change all reserved\_seats to unempty\_seats -function

                    reservation\_seats\_layout(rows, columns, aisle\_numbers, seat, reserved\_seat, not\_empty\_seat);

                }

            }

            //family reservation

            else if (passengers > 1)

            {

                nth\_person = 0;

                if (nth\_reservation == 1)

                {

                    for (*int* j = 1; j < passengers + aisle\_numbers + 1; j++)

                    {

                        if (j == aisle[k] + k + 1)

                        {

                            k++;

                            continue;

                        }

                        else if (nth\_person < passengers)

                        {

                            seat[1][j] = reserved\_seat;

                            nth\_person++;

                            printf("%d%c ", seat[1][0], seat[0][j]);

                        }

                    }

                }

                else

                {

                    copy\_of\_layout(rows, columns, aisle\_numbers, seat, reserved, scores, not\_empty\_seat);

                    empty\_seats\_scores(rows, columns, aisle\_numbers, seat, empty\_seat, reserved, scores);

                    family\_reservations(rows, columns, aisle\_numbers, seat, empty\_seat, passengers, scores, block\_jth\_score, space\_num);

                    print\_layout(rows, columns, seat, aisle\_numbers, aisle);

                    printf("\n");

                    reservation\_seats\_layout(rows, columns, aisle\_numbers, seat, reserved\_seat, not\_empty\_seat);

                }

                printf("\n");

            }

        }

    } while (passengers != -1);

    //printlayout function

    //reserved[rows + 1][columns + aisle\_numbers + 1]; // (char \*\*)malloc(rows + 1 \* columns + aisle\_numbers + 1 \* sizeof(char));

    //free(reserved);

    //scores[rows + 1][columns + aisle\_numbers + 1]; // (int \*\*)malloc(rows + 1 \* columns + aisle\_numbers + 1 \* sizeof(int));

    //free(scores);

    return EXIT\_SUCCESS;

}

*void* print\_layout(*int* *rows*, *int* *cols*, *char* (\**place*)[MAX\_COLUMNS], *int* *path\_num*, *int* *path*[])

{

*char* seat\_letter = 'A';

*int* seat\_number = 1;

*char* passage = '|';

    for (*int* i = 0; i < *rows* + 1; i++)

    {

*int* k = 0;

        for (*int* j = 0; j < *cols* + *path\_num* + 1; j++)

        {

            if (i == 0 && j == 0)

            {

                printf("    ");

            }

            else if (i >= 0 && j == *path*[k] + k + 1)

            {

*place*[i][j] = passage;

                printf("%c\t%c", passage, passage);

                k++;

            }

            else if (i == 0 && j > 0 && j != *path*[j] + j + 1)

            {

*place*[i][j] = seat\_letter++;

                printf(" %c ", *place*[i][j]);

            }

            else if (j == 0 && i > 0)

            {

*place*[i][j] = seat\_number++;

                printf("%-4d", *place*[i][j]);

            }

            else

            {

                printf(" %c ", *place*[i][j]);

            }

        }

        printf("\n");

    }

}

*void* copy\_of\_layout(*int* *rows*, *int* *cols*, *int* *paths*, *char* (\**seat*)[MAX\_COLUMNS], *char* (\**reserved*)[MAX\_COLUMNS], *double* (\**scores*)[MAX\_COLUMNS], *char* *unempty*)

{

    for (*int* i = 1; i < *rows* + 1; i++)

    {

        for (*int* j = 1; j < *cols* + *paths* + 1; j++)

        {

            if (*seat*[i][j] == *unempty*)

            {

*reserved*[i][j] = *unempty*;

            }

            else

            {

*reserved*[i][j] = *seat*[i][j];

            }

*scores*[i][j] = 0;

        }

    }

}

*void* empty\_seats\_scores(*int* *rows*, *int* *cols*, *int* *paths*, *char* (\**seat*)[MAX\_COLUMNS], *char* *empty*, *char* (\**reserved*)[MAX\_COLUMNS], *double* (\**scores*)[MAX\_COLUMNS])

{

    for (*int* i1 = 1; i1 < *rows* + 1; i1++)

    {

        for (*int* j1 = 1; j1 < *cols* + *paths* + 1; j1++)

        {

            if (*seat*[i1][j1] == *empty*)

            {

                seat\_scores(i1, j1, *rows*, *cols*, *paths*, *scores*, *reserved*);

            }

        }

    }

}

*void* seat\_scores(*int* *i1*, *int* *j1*, *int* *rows*, *int* *cols*, *int* *paths*, *double* (\**scores*)[MAX\_COLUMNS], *char* (\**reserved*)[MAX\_COLUMNS])

{

*double* dist = 0;

*double* adjusted\_dist = 0;

    for (*int* i2 = 1; i2 < *rows* + 1; i2++)

    {

        for (*int* j2 = 1; j2 < *cols* + *paths* + 1; j2++)

        {

            if (*reserved*[i2][j2] == 'X')

            {

                dist = (*double*)abs(*i1* - i2) + (*double*)abs(*j1* - j2) / 2;

                adjusted\_dist = 100 - (*double*)pow(100, 1 / dist);

*scores*[*i1*][*j1*] += adjusted\_dist;

            }

        }

    }

}

//debug this part\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

*void* reserve\_one\_seat(*int* *rows*, *int* *cols*, *int* *paths*, *double* (\**scores*)[MAX\_COLUMNS], *char* (\**seat*)[MAX\_COLUMNS], *char* *reserved*)

{

*double* largest = MIN\_SCORE;

*int* largest\_i = 0;

*int* largest\_j = 0;

    for (*int* i = 1; i < *rows* + 1; i++)

    {

        for (*int* j = 1; j < *cols* + *paths* + 1; j++)

        {

            if (*scores*[i][j] > largest && *seat*[i][j] == '-')

            {

                largest = *scores*[i][j];

                largest\_i = i;

                largest\_j = j;

            }

            else if (*scores*[i][j] == largest && *seat*[i][j] == '-')

            {

                if (i < largest\_i)

                {

                    largest\_i = i;

                    largest\_j = j;

                }

                else if (i == largest\_i)

                {

                    if (j < largest\_j)

                    {

                        largest\_i = i;

                        largest\_j = j;

                    }

                }

            }

        }

    }

*seat*[largest\_i][largest\_j] = *reserved*;

    printf("%d%c\n", *seat*[largest\_i][0], *seat*[0][largest\_j]);

    printf("\n");

}

*void* family\_reservations(*int* *rows*, *int* *cols*, *int* *paths*, *char* (\**seat*)[MAX\_COLUMNS], *char* *empty*, *int* *passengers*, *double* (\**scores*)[MAX\_COLUMNS],

*double* (\**block\_jth\_score*)[MAX\_COLUMNS], *double* (\**space\_num*)[MAX\_COLUMNS])

{

*double* seat\_block\_score = 0;

*int* family\_number = 0;

    bool available\_block = false;

*int* space = 0;

*char* passage = '|';

*int* x = 0;

*int* nth\_seat = 0;

    for (*int* i = 1; i < *rows* + 1; i++)

    {

        x = 0;

        for (*int* j = 1; j < *cols* + *paths* + 1; j++)

        {

            nth\_seat = 1;

            if (*seat*[i][j] == passage)

            {

                continue;

            }

            else if (*seat*[i][j] == *empty*)

            {

                x++;

                if (x >= *passengers*)

                {

                    available\_block = true;

                    seat\_block\_score = 0;

                    family\_number = j;

                    space = 0;

                    while (nth\_seat <= *passengers*)

                    {

                        if (*seat*[i][family\_number] != passage)

                        {

                            seat\_block\_score += *scores*[i][family\_number];

                            nth\_seat++;

                            family\_number--;

                        }

                        else

                        {

                            space++;

                            family\_number--;

                        }

                    }

*block\_jth\_score*[i][family\_number + 1] = seat\_block\_score;

*space\_num*[i][family\_number + 1] = space;

                }

            }

            else

            {

                x = 0;

*block\_jth\_score*[i][j] = MIN\_SCORE;

                //space\_num[i][j] = 0;

            }

        }

    }

    if (available\_block == false)

    {

        printf("\nNo available seats for the requested reservation!\n");

        printf("\n");

    }

    else

    {

        reserve\_n\_seats(*rows*, *cols*, *paths*, *block\_jth\_score*, *space\_num*, *seat*,  *passengers*);

    }

}

*void* reserve\_n\_seats(*int* *rows*, *int* *cols*, *int* *paths*, *double* (\**block\_jth\_score*)[MAX\_COLUMNS], *double* (\**space\_num*)[MAX\_COLUMNS], *char* (\**seat*)[MAX\_COLUMNS], *int* *passengers*)

{

*double* largest = MIN\_SCORE;

*int* largest\_i = 0;

*int* largest\_j = 0;

*int* largest\_block\_aisle\_number = -1;

*int* n = 0;

*char* reserved = '+';

    for (*int* i = 1; i < *rows* + 1; i++)

    {

        for (*int* j = 1; j < *cols* + *paths* + 1; j++)

        {

            if (*block\_jth\_score*[i][j] > largest && *seat*[i][j] == '-')

            {

                largest = *block\_jth\_score*[i][j];

                largest\_i = i;

                largest\_j = j;

                largest\_block\_aisle\_number = *space\_num*[i][j];

            }

            else if (*block\_jth\_score*[i][j] == largest && *seat*[i][j] == '-')

            {

                if (*space\_num*[i][j] < largest\_block\_aisle\_number)

                {

                    largest\_block\_aisle\_number = *space\_num*[i][j];

                    largest\_i = i;

                    largest\_j = j;

                }

                else if (*space\_num*[i][j] == largest\_block\_aisle\_number)

                {

                    if (i < largest\_i)

                    {

                        largest\_i = i;

                        largest\_j = j;

                    }

                    else if (i == largest\_i)

                    {

                        if (j < largest\_j)

                        {

                            largest\_i = i;

                            largest\_j = j;

                        }

                    }

                }

            }

        }

    }

    for (*int* j = largest\_j; j < largest\_j + *passengers* + largest\_block\_aisle\_number; j++)

    {

        if (*seat*[largest\_i][j] == '|')

        {

            continue;

        }

        else if (n < *passengers*)

        {

*seat*[largest\_i][j] = reserved;

            n++;

            printf("%d%c ", *seat*[largest\_i][0], *seat*[0][j]);

        }

    }

    printf("\n");

}

*void* reservation\_seats\_layout(*int* *rows*, *int* *cols*, *int* *paths*, *char* (\**seat*)[MAX\_COLUMNS], *char* *reserved*, *char* *unempty*)

{

    for (*int* i = 0; i < *rows* + 1; i++)

    {

        for (*int* j = 0; j < *cols* + *paths* + 1; j++)

        {

            if (*seat*[i][j] == *reserved*)

            {

*seat*[i][j] = *unempty*;

            }

        }

    }

}

Number of rows: 5

Number of seats per row: 4

Number of aisles: 1

Add aisle 1 after seat: 2

A B | | C D

1 - - | | - -

2 - - | | - -

3 - - | | - -

4 - - | | - -

5 - - | | - -

The number of people in the reservation

(0: print current reservations, -1: exit): 4

Reserved seat: 1A 1B 1C 1D

A B | | C D

1 + + | | + +

2 - - | | - -

3 - - | | - -

4 - - | | - -

5 - - | | - -

The number of people in the reservation

(0: print current reservations, -1: exit): 2

Reserved seat: 5A 5B

A B | | C D

1 X X | | X X

2 - - | | - -

3 - - | | - -

4 - - | | - -

5 + + | | - -

The number of people in the reservation

(0: print current reservations, -1: exit): 3

Reserved seat: 3B 3C 3D

A B | | C D

1 X X | | X X

2 - - | | - -

3 - + | | + +

4 - - | | - -

5 X X | | - -

The number of people in the reservation

(0: print current reservations, -1: exit): 4

Reserved seat: 4A 4B 4C 4D

A B | | C D

1 X X | | X X

2 - - | | - -

3 - X | | X X

4 + + | | + +

5 X X | | - -

The number of people in the reservation

(0: print current reservations, -1: exit): 2

Reserved seat: 2A 2B

A B | | C D

1 X X | | X X

2 + + | | - -

3 - X | | X X

4 X X | | X X

5 X X | | - -

The number of people in the reservation

(0: print current reservations, -1: exit): 3

No available seats for the requested reservation!

The number of people in the reservation

(0: print current reservations, -1: exit): 1

Reserved seat: 5D

A B | | C D

1 X X | | X X

2 X X | | - -

3 - X | | X X

4 X X | | X X

5 X X | | - +

The number of people in the reservation

(0: print current reservations, -1: exit): 2

Reserved seat: 2C 2D

A B | | C D

1 X X | | X X

2 X X | | + +

3 - X | | X X

4 X X | | X X

5 X X | | - X

The number of people in the reservation

(0: print current reservations, -1: exit): 1

Reserved seat: 5C

A B | | C D

1 X X | | X X

2 X X | | X X

3 - X | | X X

4 X X | | X X

5 X X | | + X

The number of people in the reservation

(0: print current reservations, -1: exit): 1

Reserved seat: 3A

A B | | C D

1 X X | | X X

2 X X | | X X

3 + X | | X X

4 X X | | X X

5 X X | | X X

The number of people in the reservation

(0: print current reservations, -1: exit): 1

No available seats for the requested reservation!

The number of people in the reservation

(0: print current reservations, -1: exit): 1

No available seats for the requested reservation!

The number of people in the reservation

(0: print current reservations, -1: exit): 0

A B | | C D

1 X X | | X X

2 X X | | X X

3 X X | | X X

4 X X | | X X

5 X X | | X X

The number of people in the reservation

(0: print current reservations, -1: exit): -1

FINAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAl

#include <stdio.h>

#include <stdlib.h>

#include <stdbool.h>

#include <math.h>

#define MAX\_ROWS 99

#define MAX\_COLUMNS 20

#define MAX\_AISLES 5

#define MIN\_SCORE -10000000

*void* print\_layout(*int*, *int*, *char* (\*)[MAX\_COLUMNS], *int*, *int*[]);

*void* set\_scores\_to0(*int*, *int*, *int*, *char* (\*)[MAX\_COLUMNS], *double* (\*)[MAX\_COLUMNS]);

*void* empty\_seats\_scores(*int*, *int*, *int*, *char* (\*)[MAX\_COLUMNS], *double* (\*)[MAX\_COLUMNS]);

*void* seat\_scores(*int*, *int*, *int*, *int*, *int*, *double* (\*)[MAX\_COLUMNS], *char* (\*)[MAX\_COLUMNS]);

*void* reserve\_one\_seat(*int*, *int*, *int*, *double* (\*)[MAX\_COLUMNS], *char* (\*)[MAX\_COLUMNS]);

*void* family\_reservations(*int*, *int*, *int*, *char* (\*)[MAX\_COLUMNS], *int*, *int* \*, *double* (\*)[MAX\_COLUMNS], *int*[]);

*void* largest\_block(*int*, *int*, *int*, *double* (\*)[MAX\_COLUMNS], *double* (\*)[MAX\_COLUMNS], *char* (\*)[MAX\_COLUMNS], *int*);

*void* reserve\_n\_seats(*int*, *int*, *char* (\*)[MAX\_COLUMNS], *int*, *int*);

*void* reservation\_seats\_layout(*int*, *int*, *int*, *char* (\*)[MAX\_COLUMNS]);

*int* main()

{

*int* rows = 0;

*int* columns = 0;

*int* aisle\_count = 0;

*int* aisle[MAX\_AISLES] = {0};

*int* passengers = 0;

*int* max\_reservations = 0;

*int* nth\_reservation = 0;

*char* empty\_seat = '-';

*char* seat[MAX\_ROWS][MAX\_COLUMNS] = {{0}};

*double* scores[MAX\_ROWS][MAX\_COLUMNS] = {{0}};

    //double block\_jth\_score[MAX\_ROWS][MAX\_COLUMNS] = {{0}};

    //double aisles\_in\_block[MAX\_ROWS][MAX\_COLUMNS] = {{0}};

    printf("Number of rows: ");

    scanf("%d", &rows);

    printf("Number of seats per row: ");

    scanf("%d", &columns);

    printf("Number of aisles: ");

    scanf("%d", &aisle\_count);

    max\_reservations = rows \* columns;

    for (*int* i = 0; i < aisle\_count; i++)

    {

        printf("Add aisle %d after seat: ", i + 1);

        scanf("%d", &aisle[i]);

    }

    printf("\n");

    //first all seats are empty

    for (*int* i = 1; i < rows + 1; i++)

    {

        for (*int* j = 1; j < columns + aisle\_count + 1; j++)

        {

            seat[i][j] = empty\_seat;

        }

    }

    //print seats layout with the empty seats

    print\_layout(rows, columns, seat, aisle\_count, aisle);

    printf("\n");

    do

    {

        printf("The number of people in the reservation\n (0: print current reservations, -1: exit): ");

        scanf("%d", &passengers);

        if (passengers <= columns && nth\_reservation <= max\_reservations && passengers != -1)

        {

            nth\_reservation += passengers;

        }

        if (passengers == 0)

        {

            printf("\n");

            print\_layout(rows, columns, seat, aisle\_count, aisle);

            printf("\n");

        }

        else if ((passengers > columns || nth\_reservation > max\_reservations) && passengers != -1)

        {

            printf("\nNo available seats for the requested reservation!\n");

            printf("\n");

            if (abs(passengers - nth\_reservation) < max\_reservations)

            {

                nth\_reservation -= passengers;

            }

            continue;

        }

        else if (passengers >= 1)

        {

            //single reservations

            if (passengers == 1)

            {

                printf("Reserved seat: ");

                //scores and arrays function call

                set\_scores\_to0(rows, columns, aisle\_count, seat, scores);

                //count all empty\_seats\_scores and check largest score

                empty\_seats\_scores(rows, columns, aisle\_count, seat, scores);

                reserve\_one\_seat(rows, columns, aisle\_count, scores, seat);

                //print layout

                print\_layout(rows, columns, seat, aisle\_count, aisle);

                printf("\n");

                //change all reserved\_seats to unempty\_seats -function

                reservation\_seats\_layout(rows, columns, aisle\_count, seat);

            }

            //family reservation

            else if (passengers > 1)

            {

                set\_scores\_to0(rows, columns, aisle\_count, seat, scores);

                empty\_seats\_scores(rows, columns, aisle\_count, seat, scores);

                family\_reservations(rows, columns, aisle\_count, seat, passengers, &nth\_reservation, scores, aisle);

                reservation\_seats\_layout(rows, columns, aisle\_count, seat);

            }

        }

    } while (passengers != -1);

    return EXIT\_SUCCESS;

}

*void* print\_layout(*int* *rows*, *int* *cols*, *char* (\**place*)[MAX\_COLUMNS], *int* *path\_num*, *int* *path*[])

{

*char* seat\_letter = 'A';

*int* seat\_number = 1;

*char* passage = '|';

    for (*int* i = 0; i < *rows* + 1; i++)

    {

*int* k = 0;

        for (*int* j = 0; j < *cols* + *path\_num* + 1; j++)

        {

            if (i == 0 && j == 0)

            {

                printf("    ");

            }

            else if (i >= 0 && j == *path*[k] + k + 1)

            {

*place*[i][j] = passage;

                printf("%c\t%c", passage, passage);

                k++;

            }

            else if (i == 0 && j > 0 && j != *path*[j] + j + 1)

            {

*place*[i][j] = seat\_letter++;

                printf(" %c ", *place*[i][j]);

            }

            else if (j == 0 && i > 0)

            {

*place*[i][j] = seat\_number++;

                printf("%-4d", *place*[i][j]);

            }

            else

            {

                printf(" %c ", *place*[i][j]);

            }

        }

        printf("\n");

    }

}

*void* set\_scores\_to0(*int* *rows*, *int* *cols*, *int* *paths*, *char* (\**seat*)[MAX\_COLUMNS], *double* (\**scores*)[MAX\_COLUMNS])

{

    for (*int* i = 1; i < *rows* + 1; i++)

    {

        for (*int* j = 1; j < *cols* + *paths* + 1; j++)

        {

*scores*[i][j] = 0;

        }

    }

}

*void* empty\_seats\_scores(*int* *rows*, *int* *cols*, *int* *paths*, *char* (\**seat*)[MAX\_COLUMNS], *double* (\**scores*)[MAX\_COLUMNS])

{

*char* empty = '-';

    for (*int* i1 = 1; i1 < *rows* + 1; i1++)

    {

        for (*int* j1 = 1; j1 < *cols* + *paths* + 1; j1++)

        {

            if (*seat*[i1][j1] == empty)

            {

                seat\_scores(i1, j1, *rows*, *cols*, *paths*, *scores*, *seat*);

            }

        }

    }

}

*void* seat\_scores(*int* *i1*, *int* *j1*, *int* *rows*, *int* *cols*, *int* *paths*, *double* (\**scores*)[MAX\_COLUMNS], *char* (\**seat*)[MAX\_COLUMNS])

{

*double* dist = 0;

*double* adjusted\_dist = 0;

    for (*int* i2 = 1; i2 < *rows* + 1; i2++)

    {

        for (*int* j2 = 1; j2 < *cols* + *paths* + 1; j2++)

        {

            if (*seat*[i2][j2] == 'X')

            {

                dist = (*double*)abs(*i1* - i2) + (*double*)abs(*j1* - j2) / 2;

                adjusted\_dist = 100 - (*double*)pow(100, 1 / dist);

*scores*[*i1*][*j1*] += adjusted\_dist;

            }

        }

    }

}

*void* reserve\_one\_seat(*int* *rows*, *int* *cols*, *int* *paths*, *double* (\**scores*)[MAX\_COLUMNS], *char* (\**seat*)[MAX\_COLUMNS])

{

*double* largest = MIN\_SCORE;

*int* largest\_i = 0;

*int* largest\_j = 0;

*char* reserved = '+';

    for (*int* i = 1; i < *rows* + 1; i++)

    {

        for (*int* j = 1; j < *cols* + *paths* + 1; j++)

        {

            if (*scores*[i][j] > largest && *seat*[i][j] == '-')

            {

                largest = *scores*[i][j];

                largest\_i = i;

                largest\_j = j;

            }

            else if (*scores*[i][j] == largest && *seat*[i][j] == '-')

            {

                if (i < largest\_i)

                {

                    largest\_i = i;

                    largest\_j = j;

                }

                else if (i == largest\_i)

                {

                    if (j < largest\_j)

                    {

                        largest\_i = i;

                        largest\_j = j;

                    }

                }

            }

        }

    }

*seat*[largest\_i][largest\_j] = reserved;

    printf("%d%c\n\n", *seat*[largest\_i][0], *seat*[0][largest\_j]);

}

*void* family\_reservations(*int* *rows*, *int* *cols*, *int* *paths*, *char* (\**seat*)[MAX\_COLUMNS], *int* *passengers*, *int* \**nth\_res*, *double* (\**scores*)[MAX\_COLUMNS], *int* *aisle*[])

{

*double* block\_jth\_score[MAX\_ROWS][MAX\_COLUMNS] = {{0}};

*double* aisles\_in\_block[MAX\_ROWS][MAX\_COLUMNS] = {{0}};

*double* seat\_block\_score = 0;

*int* family\_number = 0;

*int* space = 0;

*int* x = 0;

*int* nth\_seat = 0;

*char* passage = '|';

*char* empty = '-';

    bool available\_block = false;

    for (*int* i = 1; i < *rows* + 1; i++)

    {

        x = 0;

        for (*int* j = 1; j < *cols* + *paths* + 1; j++)

        {

            nth\_seat = 1;

            if (*seat*[i][j] == passage)

            {

                continue;

            }

            else if (*seat*[i][j] == empty)

            {

                x++;

                if (x >= *passengers*)

                {

                    available\_block = true;

                    seat\_block\_score = 0;

                    family\_number = j;

                    space = 0;

                    while (nth\_seat <= *passengers*)

                    {

                        if (*seat*[i][family\_number] != passage)

                        {

                            seat\_block\_score += *scores*[i][family\_number];

                            nth\_seat++;

                            family\_number--;

                        }

                        else

                        {

                            space++;

                            family\_number--;

                        }

                    }

                    while (family\_number < j)

                    {

                        block\_jth\_score[i][family\_number + 1] = seat\_block\_score;

                        aisles\_in\_block[i][family\_number + 1] = space;

                        family\_number++;

                    }

                }

                else

                {

                    block\_jth\_score[i][j] = MIN\_SCORE;

                }

            }

            else

            {

                x = 0;

                block\_jth\_score[i][j] = MIN\_SCORE;

            }

        }

    }

    if (available\_block == false)

    {

        printf("\nNo available seats for the requested reservation!\n");

        printf("\n");

        \**nth\_res* -= *passengers*;

    }

    else

    {

        largest\_block(*rows*, *cols*, *paths*, block\_jth\_score, aisles\_in\_block, *seat*, *passengers*);

        print\_layout(*rows*, *cols*, *seat*, *paths*, *aisle*);

        printf("\n");

    }

}

*void* largest\_block(*int* *rows*, *int* *cols*, *int* *paths*, *double* (\**block\_jth\_score*)[MAX\_COLUMNS], *double* (\**aisles\_in\_block*)[MAX\_COLUMNS], *char* (\**seat*)[MAX\_COLUMNS], *int* *passengers*)

{

*double* largest = MIN\_SCORE;

*int* largest\_i = 0;

*int* largest\_j = 0;

*int* largest\_block\_aisle\_number = -1;

    for (*int* i = 1; i < *rows* + 1; i++)

    {

        for (*int* j = 1; j < *cols* + *paths* + 1; j++)

        {

            if (*block\_jth\_score*[i][j] > largest && *seat*[i][j] == '-')

            {

                largest = *block\_jth\_score*[i][j];

                largest\_i = i;

                largest\_j = j;

                largest\_block\_aisle\_number = *aisles\_in\_block*[i][j];

            }

            else if (*block\_jth\_score*[i][j] == largest && *seat*[i][j] == '-')

            {

                if (*aisles\_in\_block*[i][j] < largest\_block\_aisle\_number)

                {

                    largest\_block\_aisle\_number = *aisles\_in\_block*[i][j];

                    largest\_i = i;

                    largest\_j = j;

                }

                else if (*aisles\_in\_block*[i][j] == largest\_block\_aisle\_number)

                {

                    if (i < largest\_i)

                    {

                        largest\_i = i;

                        largest\_j = j;

                    }

                    else if (i == largest\_i)

                    {

                        if (j < largest\_j)

                        {

                            largest\_i = i;

                            largest\_j = j;

                        }

                    }

                }

            }

        }

    }

    reserve\_n\_seats(*passengers*, largest\_block\_aisle\_number, *seat*, largest\_i, largest\_j);

}

*void* reserve\_n\_seats(*int* *passengers*, *int* *aisle\_count*, *char* (\**seat*)[MAX\_COLUMNS], *int* *largest\_i*, *int* *largest\_j*)

{

*char* reserved = '+';

*char* passage = '|';

*int* n = 0;

    printf("Reserved seat: ");

    for (*int* j = *largest\_j*; j < *largest\_j* + *passengers* + *aisle\_count*; j++)

    {

        if (*seat*[*largest\_i*][j] == passage)

        {

            continue;

        }

        else if (n < *passengers*)

        {

*seat*[*largest\_i*][j] = reserved;

            n++;

            printf("%d%c ", *seat*[*largest\_i*][0], *seat*[0][j]);

        }

    }

    printf("\n\n");

}

*void* reservation\_seats\_layout(*int* *rows*, *int* *cols*, *int* *paths*, *char* (\**seat*)[MAX\_COLUMNS])

{

*char* unempty = 'X';

*char* reserved = '+';

    for (*int* i = 0; i < *rows* + 1; i++)

    {

        for (*int* j = 0; j < *cols* + *paths* + 1; j++)

        {

            if (*seat*[i][j] == reserved)

            {

*seat*[i][j] = unempty;

            }

        }

    }

}